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# Unit Tests

|  |  |  |  |
| --- | --- | --- | --- |
| **No** | **Test Case** | **Expected Results** | **Actual Results** |
| **1** | **Reporting the information of all penalty cases function – show\_View\_Case\_Penalty()** | | |
| 1.1 | Load data from a valid file path | Data is successfully loaded. | Data is successfully loaded |
| 1.2 | Load data from an invalid file path. | Error message indicating invalid file path. | Error message indicating invalid file path. |
| 1.3 | Display penalty case information with a valid date range. | The grid or display panel should show all penalty cases for that period. | List of penalty cases within the selected period is returned. |
| **2** | **Producing a chart to show the distribution of cases in each offense code function – generate\_trend()** | | |
| 2.1 | Load data from a valid file path | Data is successfully loaded. | Data is successfully loaded |
| 2.2 | Load data from an invalid file path. | Error message indicating invalid file path. | Error message indicating invalid file path. |
| 2.3 | Generate distribution chart for a valid date range. | A chart should be displayed showing the distribution of cases in each offense code. |  |
| **3** | **Retrieving all cases captured by radar or camera based on offense description function – show\_radar\_camera\_cases()** | | |
| 3.1 | Load data from a valid file path | Data is successfully loaded. | Data is successfully loaded |
| 3.2 | Load data from an invalid file path. | Error message indicating invalid file path. | Error message indicating invalid file path. |
| 3.3 | Retrieve radar camera cases for a valid date range. | The grid or display panel should show all cases captured by radar or camera for that period. | List of cases captured by radar or camera within the selected period is returned. |
| **4** | **Analysing the cases caused by mobile phone usage function – generate\_mobile\_phone\_trend()** | | |
| 4.1 | Load data from a valid file path | Data is successfully loaded. | Data is successfully loaded |
| 4.2 | Load data from an invalid file path. | Error message indicating invalid file path. | Error message indicating invalid file path. |
| 4.3 | Analyse trend of mobile phone usage cases for a valid date range | Trend of mobile phone usage cases within the selected period is displayed. | Trend of mobile phone usage cases within the selected period are displayed. |
| **5** | **Analysing the cases caused by misuse seatbelt function – generate\_seatbelt\_trend()** | | |
| 5.1 | Load data from a valid file path | Data is successfully loaded. | Data is successfully loaded |
| 5.2 | Load data from an invalid file path. | Error message indicating invalid file path. | Error message indicating invalid file path. |
| 5.3 | Analyse trend of misuse seatbelt for a valid date range. | Trend of misuse seatbelt cases within the selected period is displayed. | Trend of misuse seatbelt cases within the selected period is displayed. |
| **6** | **Navigating function – switch\_to\_page()** | | |
| 6.1 | Navigate through the application. | The specified page or section is displayed correctly | The specified page or section is displayed correctly |

|  |  |  |
| --- | --- | --- |
| **No** | **Test Case** | **Unit Test Code** |
| **1** | **Reporting the information of all penalty cases function – show\_View\_Case\_Penalty()** | |
| 1.1 | Load data from a valid file path – test\_file\_load.py | import csv def load\_data\_from\_csv(file\_path: str) -> list:  with open(file\_path, 'r') as file:  reader = csv.reader(file)  data = list(reader)  return data  def test\_load\_data\_from\_csv():  file\_path = "penalty\_data\_set\_2.csv" # Example valid file path  data = load\_data\_from\_csv(file\_path)  assert data is not None # Ensure data is loaded  assert isinstance(data, list) # Ensure data is a list of rows from cvs  assert len(data) > 0 # Ensure data is not empty  def test\_load\_data\_from\_csv\_failed():  file\_path = "penalty\_data\_set\_2.csv" # Example valid file path  data = load\_data\_from\_csv(file\_path)  assert len(data) == 0, f"Expected an empty list, but got a list of length {len(data)}."  A screenshot of a computer program  Description automatically generated |
| 1.2 | Load data from an invalid file path – test\_invalid\_file\_load.py | import wx import csv from unittest.mock import patch def load\_data\_from\_file(file\_path: str) -> list:  try:  with open(file\_path, "r") as file:  reader = csv.reader(file)  data = list(reader)  return data  except FileNotFoundError:  wx.MessageBox(f"The file '{file\_path}' was not found.", "Error", wx.OK | wx.ICON\_ERROR)  return [] def test\_load\_data\_invalid\_csv():  invalid\_file\_path = "/invalid/path.csv" # Example of an invalid file path  with patch('wx.MessageBox') as mocked\_msgbox:  data = load\_data\_from\_file(invalid\_file\_path)  # Check if wx.MessageBox was called with the expected arguments  mocked\_msgbox.assert\_called\_once\_with(  f"The file '{invalid\_file\_path}' was not found.", "Error", wx.OK | wx.ICON\_ERROR)  # Ensure data is an empty list when given an invalid path  assert data == []  A screenshot of a computer  Description automatically generated |
| 1.3 | View penalty case information with a valid date range – test\_display\_penalty\_case.py | import csv import wx def load\_penalty\_data(file\_path: str) -> list:  try:  with open(file\_path, "r") as file:  reader = csv.reader(file)  next(reader)  months\_years = sorted(list(set(f"{date.split('/')[1]}/{date.split('/')[2]}" for date in [row[1] for row in reader] if len(date.split('/')) == 3)), key=lambda x: (int(x.split('/')[1]), int(x.split('/')[0])))  return months\_years  except FileNotFoundError:  wx.MessageBox(f"The file '{file\_path}' was not found.", "Error", wx.OK | wx.ICON\_ERROR)  return []  except Exception as e:  wx.MessageBox(f"An error occurred: {e}", "Error", wx.OK | wx.ICON\_ERROR)  return []  def test\_load\_penalty\_data():  file\_path = "penalty\_data\_set\_2.csv"  data = load\_penalty\_data(file\_path)  assert data is not None, "Data is None"  assert isinstance(data, list), "Data is not a list"  assert len(data) > 0, "Data list is empty"   # Check if the dates are sorted correctly  sorted\_data = sorted(data, key=lambda x: (int(x.split('/')[1]), int(x.split('/')[0])))  assert data == sorted\_data, "Data is not sorted correctly" |
| **2** | **Producing a chart to show the distribution of cases in each offense code function – generate\_trend()** | |
| 2.1 | Load data from a valid file path – test\_file\_load.py | import csv def load\_data\_from\_csv(file\_path: str) -> list:  with open(file\_path, 'r') as file:  reader = csv.reader(file)  data = list(reader)  return data  def test\_load\_data\_from\_csv():  file\_path = "penalty\_data\_set\_2.csv" # Example valid file path  data = load\_data\_from\_csv(file\_path)  assert data is not None # Ensure data is loaded  assert isinstance(data, list) # Ensure data is a list of rows from cvs  assert len(data) > 0 # Ensure data is not empty  def test\_load\_data\_from\_csv\_failed():  file\_path = "penalty\_data\_set\_2.csv" # Example valid file path  data = load\_data\_from\_csv(file\_path)  assert len(data) == 0, f"Expected an empty list, but got a list of length {len(data)}."  A screenshot of a computer program  Description automatically generated |
| 2.2 | Load data from an invalid file path – test\_invalid\_file\_load.py | import wx import csv from unittest.mock import patch def load\_data\_from\_file(file\_path: str) -> list:  try:  with open(file\_path, "r") as file:  reader = csv.reader(file)  data = list(reader)  return data  except FileNotFoundError:  wx.MessageBox(f"The file '{file\_path}' was not found.", "Error", wx.OK | wx.ICON\_ERROR)  return [] def test\_load\_data\_invalid\_csv():  invalid\_file\_path = "/invalid/path.csv" # Example of an invalid file path  with patch('wx.MessageBox') as mocked\_msgbox:  data = load\_data\_from\_file(invalid\_file\_path)  # Check if wx.MessageBox was called with the expected arguments  mocked\_msgbox.assert\_called\_once\_with(  f"The file '{invalid\_file\_path}' was not found.", "Error", wx.OK | wx.ICON\_ERROR)  # Ensure data is an empty list when given an invalid path  assert data == []  A screenshot of a computer  Description automatically generated |
| 2.3 | Generate distribution chart for a valid date range – test\_chart\_generating.py | import csv def get\_trend\_data(offence\_code: str, start\_month\_year: str, end\_month\_year: str) -> (list, list):  with open("penalty\_data\_set\_2.csv", "r") as file:  reader = csv.reader(file)  headers = next(reader)  start\_month\_year\_num = int(start\_month\_year.split('/')[1] + start\_month\_year.split('/')[0])  end\_month\_year\_num = int(end\_month\_year.split('/')[1] + end\_month\_year.split('/')[0])  filtered\_data = [row for row in reader if row[2] == offence\_code and start\_month\_year\_num <= int(  row[1].split('/')[-1] + row[1].split('/')[1]) <= end\_month\_year\_num]   dates = [row[1] for row in filtered\_data]  values = [int(row[24]) for row in filtered\_data] # Assuming 24th column has the trend values   # Sum values by date (month/year)  datewise\_values = {}  for date, value in zip(dates, values):  if date in datewise\_values:  datewise\_values[date] += value  else:  datewise\_values[date] = value   sorted\_dates = sorted(datewise\_values.keys(), key=lambda x: (int(x.split('/')[-1]), int(x.split('/')[1])))  sorted\_values = [datewise\_values[date] for date in sorted\_dates]   return sorted\_dates, sorted\_values   def test\_get\_trend\_data():  offence\_code = "74703" # Replace with an actual valid offense code  start\_month\_year = "01/2012"  end\_month\_year = "12/2017"   dates, values = get\_trend\_data(offence\_code, start\_month\_year, end\_month\_year)   # Check if dates and values are non-empty lists  assert dates, "Dates list is empty"  assert values, "Values list is empty"   # Ensure dates and values have the same length  assert len(dates) == len(values), "Length of dates and values lists differ"   # Ensure dates are sorted  assert dates == sorted(dates, key=lambda x: (  int(x.split('/')[-1]), int(x.split('/')[1]))), "Dates are not sorted correctly"   def test\_get\_trend\_data\_failure():  # Intentionally using an offense code that we know has data  offence\_code = "74703" # Replace with an actual valid offense code  start\_month\_year = "01/2012"  end\_month\_year = "12/2017"   dates, values = get\_trend\_data(offence\_code, start\_month\_year, end\_month\_year)   # Intentionally asserting the opposite of our expectations to force a failure  assert not dates, "Expected no dates, but got some."  assert not values, "Expected no values, but got some." |
| **3** | **Retrieving all cases captured by radar or camera based on offense description function – show\_radar\_camera\_cases()** | |
| 3.1 | Load data from a valid file path – test\_file\_load.py | import csv def load\_data\_from\_csv(file\_path: str) -> list:  with open(file\_path, 'r') as file:  reader = csv.reader(file)  data = list(reader)  return data  def test\_load\_data\_from\_csv():  file\_path = "penalty\_data\_set\_2.csv" # Example valid file path  data = load\_data\_from\_csv(file\_path)  assert data is not None # Ensure data is loaded  assert isinstance(data, list) # Ensure data is a list of rows from cvs  assert len(data) > 0 # Ensure data is not empty  def test\_load\_data\_from\_csv\_failed():  file\_path = "penalty\_data\_set\_2.csv" # Example valid file path  data = load\_data\_from\_csv(file\_path)  assert len(data) == 0, f"Expected an empty list, but got a list of length {len(data)}."  A screenshot of a computer program  Description automatically generated |
| 3.2 | Load data from an invalid file path – test\_invalid\_file\_load.py | import wx import csv from unittest.mock import patch def load\_data\_from\_file(file\_path: str) -> list:  try:  with open(file\_path, "r") as file:  reader = csv.reader(file)  data = list(reader)  return data  except FileNotFoundError:  wx.MessageBox(f"The file '{file\_path}' was not found.", "Error", wx.OK | wx.ICON\_ERROR)  return [] def test\_load\_data\_invalid\_csv():  invalid\_file\_path = "/invalid/path.csv" # Example of an invalid file path  with patch('wx.MessageBox') as mocked\_msgbox:  data = load\_data\_from\_file(invalid\_file\_path)  # Check if wx.MessageBox was called with the expected arguments  mocked\_msgbox.assert\_called\_once\_with(  f"The file '{invalid\_file\_path}' was not found.", "Error", wx.OK | wx.ICON\_ERROR)  # Ensure data is an empty list when given an invalid path  assert data == []  A screenshot of a computer  Description automatically generated |
| 3.3 | Retrieve radar camera cases for a valid date range. | import datetime import csv  def get\_radar\_camera\_cases(start\_month\_year: str, end\_month\_year: str) -> list:  start\_month, start\_year = start\_month\_year.split('/')  end\_month, end\_year = end\_month\_year.split('/')   start\_date = datetime.date(int(start\_year), int(start\_month), 1)  end\_date = datetime.date(int(end\_year), int(end\_month), 1)   with open("penalty\_data\_set\_2.csv", "r") as file:  reader = csv.reader(file)  headers = next(reader)  filtered\_data = [row for row in reader if  ("Camera" in row[3] or "Radar" in row[3]) and start\_date <= datetime.date(  int(row[1].split('/')[2]), int(row[1].split('/')[1]),  int(row[1].split('/')[0])) <= end\_date]   # Sort the filtered data by date (oldest to latest)  filtered\_data.sort(  key=lambda x: datetime.date(int(x[1].split('/')[2]), int(x[1].split('/')[1]), int(x[1].split('/')[0])))   return filtered\_data   def test\_get\_radar\_camera\_cases():  start\_month\_year = "01/2012"  end\_month\_year = "12/2017"   start\_month, start\_year = start\_month\_year.split('/')  end\_month, end\_year = end\_month\_year.split('/')   start\_date = datetime.date(int(start\_year), int(start\_month), 1)  end\_date = datetime.date(int(end\_year), int(end\_month), 1)   data = get\_radar\_camera\_cases(start\_month\_year, end\_month\_year)   # Ensure that data is non-empty  assert data, "Data list is empty"   # Ensure that each row in data contains either "Camera" or "Radar" in the offense description (assuming it's in column index 2)  for row in data:  assert "Camera" in row[3] or "Radar" in row[3], f"Unexpected offense description in row: {row}"   # Ensure that each row's date falls within the specified range  for row in data:  date = datetime.date(int(row[1].split('/')[2]), int(row[1].split('/')[1]), int(row[1].split('/')[0]))  assert start\_date <= date <= end\_date, f"Date out of range in row: {row}" |
| **4** | **Analysing the cases caused by mobile phone usage function – generate\_mobile\_phone\_trend()** | |
| 4.1 | Load data from a valid file path – test\_file\_load.py | import csv def load\_data\_from\_csv(file\_path: str) -> list:  with open(file\_path, 'r') as file:  reader = csv.reader(file)  data = list(reader)  return data  def test\_load\_data\_from\_csv():  file\_path = "penalty\_data\_set\_2.csv" # Example valid file path  data = load\_data\_from\_csv(file\_path)  assert data is not None # Ensure data is loaded  assert isinstance(data, list) # Ensure data is a list of rows from cvs  assert len(data) > 0 # Ensure data is not empty  def test\_load\_data\_from\_csv\_failed():  file\_path = "penalty\_data\_set\_2.csv" # Example valid file path  data = load\_data\_from\_csv(file\_path)  assert len(data) == 0, f"Expected an empty list, but got a list of length {len(data)}."  A screenshot of a computer program  Description automatically generated |
| 4.2 | Load data from an invalid file path – test\_invalid\_file\_load.py | import wx import csv from unittest.mock import patch def load\_data\_from\_file(file\_path: str) -> list:  try:  with open(file\_path, "r") as file:  reader = csv.reader(file)  data = list(reader)  return data  except FileNotFoundError:  wx.MessageBox(f"The file '{file\_path}' was not found.", "Error", wx.OK | wx.ICON\_ERROR)  return [] def test\_load\_data\_invalid\_csv():  invalid\_file\_path = "/invalid/path.csv" # Example of an invalid file path  with patch('wx.MessageBox') as mocked\_msgbox:  data = load\_data\_from\_file(invalid\_file\_path)  # Check if wx.MessageBox was called with the expected arguments  mocked\_msgbox.assert\_called\_once\_with(  f"The file '{invalid\_file\_path}' was not found.", "Error", wx.OK | wx.ICON\_ERROR)  # Ensure data is an empty list when given an invalid path  assert data == []  A screenshot of a computer  Description automatically generated |
| 4.3 | Analyse trend of mobile phone usage cases for a valid date range |  |
| **5** | **Analysing the cases caused by misuse seatbelt function – generate\_seatbelt\_trend()** | |
| 5.1 | Load data from a valid file path – test\_file\_load.py | import csv def load\_data\_from\_csv(file\_path: str) -> list:  with open(file\_path, 'r') as file:  reader = csv.reader(file)  data = list(reader)  return data  def test\_load\_data\_from\_csv():  file\_path = "penalty\_data\_set\_2.csv" # Example valid file path  data = load\_data\_from\_csv(file\_path)  assert data is not None # Ensure data is loaded  assert isinstance(data, list) # Ensure data is a list of rows from cvs  assert len(data) > 0 # Ensure data is not empty  def test\_load\_data\_from\_csv\_failed():  file\_path = "penalty\_data\_set\_2.csv" # Example valid file path  data = load\_data\_from\_csv(file\_path)  assert len(data) == 0, f"Expected an empty list, but got a list of length {len(data)}."  A screenshot of a computer program  Description automatically generated |
| 5.2 | Load data from an invalid file path – test\_invalid\_file\_load.py | import wx import csv from unittest.mock import patch def load\_data\_from\_file(file\_path: str) -> list:  try:  with open(file\_path, "r") as file:  reader = csv.reader(file)  data = list(reader)  return data  except FileNotFoundError:  wx.MessageBox(f"The file '{file\_path}' was not found.", "Error", wx.OK | wx.ICON\_ERROR)  return [] def test\_load\_data\_invalid\_csv():  invalid\_file\_path = "/invalid/path.csv" # Example of an invalid file path  with patch('wx.MessageBox') as mocked\_msgbox:  data = load\_data\_from\_file(invalid\_file\_path)  # Check if wx.MessageBox was called with the expected arguments  mocked\_msgbox.assert\_called\_once\_with(  f"The file '{invalid\_file\_path}' was not found.", "Error", wx.OK | wx.ICON\_ERROR)  # Ensure data is an empty list when given an invalid path  assert data == []  A screenshot of a computer  Description automatically generated |
| 5.3 | Analyse trend of misuse seatbelt for a valid date range. | import csv import datetime   # Replicating the provided generate\_trend\_for\_offense function def generate\_trend\_for\_offense(file\_path, offense\_description, start\_month\_year, end\_month\_year):  # Convert MM/YYYY to YYYYMM for comparison  start\_month\_year\_num = int(start\_month\_year.split('/')[1] + start\_month\_year.split('/')[0])  end\_month\_year\_num = int(end\_month\_year.split('/')[1] + end\_month\_year.split('/')[0])   # Read data and filter based on the offense description and selected date range  with open(file\_path, "r") as file:  reader = csv.reader(file)  headers = next(reader)  filtered\_data = [row for row in reader if offense\_description in row[3].lower() and start\_month\_year\_num <= int(  row[1].split('/')[-1] + row[1].split('/')[1]) <= end\_month\_year\_num]   # Accumulate (sum) the TOTAL\_VALUE for each unique date  datewise\_values = {}  for row in filtered\_data:  date = row[1]  value = int(row[24]) # Assuming 24th column has the trend values  if date in datewise\_values:  datewise\_values[date] += value  else:  datewise\_values[date] = value   # Sorting dates (month/year) for return  sorted\_dates = sorted(datewise\_values.keys(), key=lambda x: (datetime.datetime.strptime(x, "%d/%m/%Y").year,  datetime.datetime.strptime(x,  "%d/%m/%Y").month)) # Sorting by year first, then month  sorted\_values = [datewise\_values[date] for date in sorted\_dates]   return sorted\_dates, sorted\_values   # Test case def test\_generate\_mobile\_phone\_trend():  file\_path = "penalty\_data\_set\_2.csv" # Path to the sample data file  start\_month\_year = "01/2013"  end\_month\_year = "02/2015"   sorted\_dates, sorted\_values = generate\_trend\_for\_offense(file\_path, "seatbelt", start\_month\_year,  end\_month\_year)   # Assert that the function processes the data correctly  assert sorted\_dates and sorted\_values, "Failed to generate the trend" |
| **6** | **Navigating function – switch\_to\_page()** | |
| 6.1 | Navigate through the application. | import wx from homepage import MainPage  def test\_switch\_to\_page():  app = wx.App(False) # Create a new app, don't redirect stdout/stderr to a window  frame = MainPage(None) # Create a frame   # Test navigation to "View\_Case\_Penalty"  frame.switch\_to\_page("View\_Case\_Penalty")  assert hasattr(frame, 'active\_panel'), "Failed to navigate to View\_Case\_Penalty"   # Test navigation to "Offence\_code"  frame.switch\_to\_page("Offence\_code")  assert hasattr(frame, 'active\_panel'), "Failed to navigate to Offence\_code"   # Test navigation to "Radar/Camera Cases"  frame.switch\_to\_page("Radar/Camera Cases")  assert hasattr(frame, 'active\_panel'), "Failed to navigate to Radar/Camera Cases"   # Test navigation to "Mobile Phone Usage"  frame.switch\_to\_page("Mobile Phone Usage")  assert hasattr(frame, 'active\_panel'), "Failed to navigate to Mobile Phone Usage"   # Test navigation to "Seatbelt not fastened"  frame.switch\_to\_page("Seatbelt not fastened")  assert hasattr(frame, 'active\_panel'), "Failed to navigate to Seatbelt not fastened"   frame.Destroy() # Cleanup |

# Coverage Report

A description of the coverage of your unit tests, including how you evaluated coverage (function, statement, branch, condition)

# Requirements Acceptance Testing

(You will need to fill out the column on the left with the requirements listed in software design documents and the columns on the right with the results of your own testing)

| **Software  Requirement No** | **Test** | **Implemented (Full /Partial/ None)** | **Test Results (Pass/ Fail)** | **Comments (for partial implementation or failed test results)** |
| --- | --- | --- | --- | --- |
| 1 | Accept multiple file names as arguments from the command line |  |  |  |
| 2 | Display the details of all valid files |  |  |  |
| 3 | Display an appropriate message if a file does not exist or if a file name is invalid |  |  |  |
| 4 | Display a message if an argument is a directory instead of a file |  |  |  |
| 5 | File name can be a simple file name or include the full path of the file with one or more levels |  |  |  |
| 6 | file names must start with an alphabetical character |  |  |  |
| 7 | Valid file name extensions must be 3 or 4 alphabetical characters preceded by a dot) |  |  |  |
| 8 | Directory/level names must start with an alphabetical character to be considered valid |  |  |  |
| 9 | The program should be able to accept as many levels for each file name as the user wants to input. This is limited only by the number of levels allowed in Windows (approximately 120) |  |  |  |